**4.2 Querying Spatial Data**

This section describes how the structures of a Spatial layer are used to resolve spatial queries and spatial joins.

Spatial uses a two-tier query model with primary and secondary filter operations to resolve spatial queries and spatial joins, as explained in [Section 1.6](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_intro.htm#g1000087). The term *two-tier* is used to indicate that two distinct operations are performed in order to resolve queries. If both operations are performed, the exact result set is returned.

**4.2.1 Spatial****Query**

An important concept in the spatial data model is that each geometry is represented by a set of exclusive and exhaustive tiles. This means that no tiles overlap each other (**exclusive**), and the tiles fully cover the object (**exhaustive**).

Consider the following layer containing several objects in [Figure 4-4](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_index_query.htm#i1005081). Each object is labeled with its geometry name (geom\_1 for the polygon with a hole, geom\_2 for the triangular polygon, geom\_3 for the line, and geom\_4 and geom\_5 for other polygons). The relevant tiles are labeled with T*n* (T1, T2, and so on)

***Figure 4-4 Tessellated Layer with Multiple Objects***
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[Description of the illustration tess\_mult\_obj.gif](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/img_text/tess_mult_obj.htm)

A typical spatial query is to request all objects that lie within a defined fence or window. A **query window**is shown in [Figure 4-5](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_index_query.htm#i1005179) by the dotted-line box. A dynamic query window refers to a fence that is not defined in the database, but that must be defined before it is used.

***Figure 4-5 Tessellated Layer with a Query Window***

![Description of tess_query_win.gif follows](data:image/gif;base64,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)  
[Description of the illustration tess\_query\_win.gif](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/img_text/tess_query_win.htm)

**4.2.1.1 Primary****Filter Operator**

The [SDO\_FILTER](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#BJAFBCFC) operator implements the primary filter portion of the two-step process involved in the product's query processing model. The primary filter uses the index data only to determine a set of candidate object pairs that may interact. The syntax is as follows:

SDO\_FILTER(geometry1 MDSYS.SDO\_GEOMETRY, geometry2 MDSYS.SDO\_GEOMETRY,

  params VARCHAR2)

Where:

* *geometry1* is a column of type MDSYS.SDO\_GEOMETRY in a table. *geometry1* must be spatially indexed.
* *geometry2* is an object of type MDSYS.SDO\_GEOMETRY. *geometry2* may or may not come from a table. If it comes from a table, it may or may not be spatially indexed.
* *params* is a quoted string of keyword value pairs that determine the behavior of the operator. See the [SDO\_FILTER](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#BJAFBCFC) operator in [Chapter 10](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#g1001037) for a list of parameters.

The following examples perform a primary filter operation only. They will return all the geometries shown in [Figure 4-5](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_index_query.htm#i1005179) that have an index tile in common with one of the index tiles that approximates the query window: tiles T1, T2, T3, and T4. The result of the following examples are geometries with IDs 1013, 1243, 12, and 501.

[Example 4-2](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_index_query.htm#i1005295) performs a primary filter operation without inserting the query window into a table. The window will be indexed in memory and performance will be very good.

***Example 4-2 Primary Filter with a Temporary Query Window***

SELECT A.Feature\_ID FROM TARGET A

WHERE sdo\_filter(A.shape, mdsys.sdo\_geometry(2003,NULL,NULL,

                                       mdsys.sdo\_elem\_info\_array(1,1003,3),

                                       mdsys.sdo\_ordinate\_array(x1,y1, x2,y2)),

                        'querytype=window') = 'TRUE';

Note that *(x1,y1)* and *(x2,y2)* are the lower-left and upper-right corners of the query window.

In [Example 4-3](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_index_query.htm#i1005306), a transient instance of type SDO\_GEOMETRY was constructed for the query window instead of specifying the window parameters in the query itself.

***Example 4-3 Primary Filter with a Transient Instance of the Query Window***

SELECT A.Feature\_ID FROM TARGET A

WHERE sdo\_filter(A.shape, :theWindow,'querytype=window') = 'TRUE';

[Example 4-4](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_index_query.htm#i1005314) assumes the query window was inserted into a table called WINDOWS, with an ID of WINS\_1.

***Example 4-4 Primary Filter with a Stored Query Window***

SELECT A.Feature\_ID FROM TARGET A, WINDOWS B

WHERE B.ID = 'WINS\_1' AND

  sdo\_filter(A.shape, B.shape,'querytype=window') = 'TRUE';

If the B.SHAPE column is not spatially indexed, the [SDO\_FILTER](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#BJAFBCFC) operator indexes the query window in memory and performance is very good.

If the B.SHAPE column is spatially indexed with the same SDO\_LEVEL value as the A.SHAPE column, the [SDO\_FILTER](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#BJAFBCFC) operator reuses the existing index, and performance is very good or better.

If the B.SHAPE column is spatially indexed with a different SDO\_LEVEL value than the A.SHAPE column, the [SDO\_FILTER](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#BJAFBCFC) operator reindexes B.SHAPE in the same way as if there were no index on the column originally, and then performance is very good.

**4.2.1.2 Primary and****Secondary Filter Operator**

The [SDO\_RELATE](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i78531) operator performs both the primary and secondary filter stages when processing a query. This operator can be used only if a spatial index has been created on two dimensions of data. The syntax of the operator is as follows:

SDO\_RELATE(geometry1  MDSYS.SDO\_GEOMETRY,

            geometry2  MDSYS.SDO\_GEOMETRY,

            params     VARCHAR2)

Where:

* *geometry1* is a column of type MDSYS.SDO\_GEOMETRY in a table. *geometry1* must be spatially indexed.
* *geometry2* is an object of type MDSYS.SDO\_GEOMETRY. *geometry2* may or may not come from a table. If it comes from a table, it may or may not be spatially indexed.
* *params* is a quoted string of keyword value pairs that determine the behavior of the operator. See the [SDO\_NN](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i78067) operator in [Chapter 10](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#g1001037) for a list of parameters.

The following examples perform both primary and secondary filter operations. They return all the geometries in [Figure 4-5](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_index_query.htm#i1005179) that lie within or overlap the query window. The result of these examples is objects 1243 and 1013.

[Example 4-5](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_index_query.htm#i1005358) performs both primary and secondary filter operations without inserting the query window into a table. The window will be indexed in memory and performance will be very good.

***Example 4-5 Secondary Filter Using a Temporary Query Window***

SELECT A.Feature\_ID FROM TARGET A

   WHERE sdo\_relate(A.shape, mdsys.sdo\_geometry(2003,NULL,NULL,

                                       mdsys.sdo\_elem\_info\_array(1,1003,3),

                                      mdsys.sdo\_ordinate\_array(x1,y1, x2,y2)),

                        'mask=anyinteract querytype=window') = 'TRUE';

Note that *(x1,y1)* and *(x2,y2)* are the lower-left and upper-right corners of the query window.

[Example 4-6](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_index_query.htm#i1005370) assumes the query window was inserted into a table called WINDOWS, with an ID of WINS\_1.

***Example 4-6 Secondary Filter Using a Stored Query Window***

SELECT A.Feature\_ID FROM TARGET A, WINDOWS B

WHERE B.ID= 'WINS\_1' AND

        sdo\_relate(A.shape, B.shape,

          'mask=anyinteract querytype=window') = 'TRUE';

If the B.SHAPE column is not spatially indexed, the [SDO\_NN](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i78067) operator indexes the query window in memory and performance is very good.

If the B.SHAPE column is spatially indexed with the same SDO\_LEVEL value as the A.SHAPE column, the [SDO\_NN](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i78067) operator reuses the existing index, and performance is very good or better.

If the B.SHAPE column is spatially indexed with a different SDO\_LEVEL value than the A.SHAPE column, the [SDO\_FILTER](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#BJAFBCFC) operator reindexes B.SHAPE in the same way as if there were no index on the column originally, and then performance is very good.

**4.2.1.3 Within-Distance Operator**

The [SDO\_WITHIN\_DISTANCE](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i77653) operator is used to determine the set of objects in a table that are within*n* distance units from a reference object. This operator can be used only if a spatial index has been created on two dimensions of data. The reference object may be a transient or persistent instance of MDSYS.SDO\_GEOMETRY (such as a temporary query window or a permanent geometry stored in the database). The syntax of the operator is as follows:

SDO\_WITHIN\_DISTANCE(geometry1  MDSYS.SDO\_GEOMETRY,

                    aGeom      MDSYS.SDO\_GEOMETRY,

                    params     VARCHAR2);

Where:

* *geometry1* is a column of type MDSYS.SDO\_GEOMETRY in a table. *geometry1* must be spatially indexed.
* *aGeom* is an instance of type MDSYS.SDO\_GEOMETRY.
* *params* is a quoted string of keyword value pairs that determines the behavior of the operator. See the [SDO\_WITHIN\_DISTANCE](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i77653) operator in [Chapter 10](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#g1001037) for a list of parameters.

The following example selects any objects within 1.35 distance units from the query window:

SELECT A.Feature\_ID

  FROM TARGET A

  WHERE SDO\_WITHIN\_DISTANCE( A.shape, :theWindow, 'distance=1.35') = 'TRUE';

The distance units are based on the geometry coordinate system in use. The distance units are those specified in the UNIT field of the well-known text (WKTEXT) associated with the coordinate system. (The WKTEXT is explained in [Section 5.4.1.1](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_cs_concepts.htm#i890447).) If you are using a geodetic coordinate system, the units are meters. If no coordinate system is used, the units are the same as for the stored data.

The [SDO\_WITHIN\_DISTANCE](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i77653) operator is not suitable for performing spatial joins. That is, a query such as *Find all parks that are within 10 distance units from coastlines* will not be processed as an index-based spatial join of the COASTLINES and PARKS tables. Instead, it will be processed as a nested loop query in which each COASTLINES instance is in turn a reference object that is buffered, indexed, and evaluated against the PARKS table. Thus, the [SDO\_WITHIN\_DISTANCE](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i77653) operation is performed *n* times if there are *n* rows in the COASTLINES table.

For non-geodetic data, there is an efficient way to accomplish a spatial join that involves buffering all the geometries of a layer. This method does not use the [SDO\_WITHIN\_DISTANCE](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i77653) operator. First, create a new table COSINE\_BUFS as follows:

CREATE TABLE cosine\_bufs UNRECOVERABLE AS

   SELECT SDO\_BUFFER (A.SHAPE, B.DIMINFO, 1.35)

     FROM COSINE A, USER\_SDO\_GEOM\_METADATA B

     WHERE TABLE\_NAME='COSINES' AND COLUMN\_NAME='SHAPE';

Next, create a spatial index on the SHAPE column of COSINE\_BUFS. Then you can perform the following query:

SELECT a.gif, b.gid FROM parks A cosine\_bufs B

  WHERE SDO\_Relate(A.shape, B.shape, 'mask=ANYINTERACT querytype=JOIN') ='TRUE';

**4.2.1.4 Nearest Neighbor Operator**

The [SDO\_NN](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i78067) operator is used to identify the nearest neighbors for a geometry. This operator can be used only if a spatial index has been created on two dimensions of data. The syntax of the operator is as follows:

SDO\_NN(geometry1  MDSYS.SDO\_GEOMETRY,

       geometry2  MDSYS.SDO\_GEOMETRY,

       param      VARCHAR2

       [, number  NUMBER]);

Where:

* *geometry1* is a column of type MDSYS.SDO\_GEOMETRY in a table. *geometry1* must be spatially indexed.
* *geometry2* is an instance of type MDSYS.SDO\_GEOMETRY.
* *param* is a quoted string of a keyword value pair that determines how many nearest neighbor geometries are returned by the operator. See the [SDO\_NN](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i78067) operator in [Chapter 10](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#g1001037) for information about this parameter.
* *number* is the same number used in the call to [SDO\_NN\_DISTANCE](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i80529). Use this only if the[SDO\_NN\_DISTANCE](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i80529) ancillary operator is included in the call to [SDO\_NN](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i78067). See the [SDO\_NN](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i78067)operator in [Chapter 10](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#g1001037) for information about this parameter.

The following example finds the two objects from the SHAPE column in the COLA\_MARKETS table that are closest to a specified point (10,7). (Note the use of the optimizer hint in the SELECT statement, as explained in the Usage Notes for the [SDO\_NN](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#i78067) operator in [Chapter 10](http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_operat.htm#g1001037).)

SELECT /\*+ INDEX(cola\_markets cola\_spatial\_idx) \*/

 c.mkt\_id, c.name  FROM cola\_markets c  WHERE SDO\_NN(c.shape,

   mdsys.sdo\_geometry(2001, NULL, mdsys.sdo\_point\_type(10,7,NULL), NULL,

   NULL),  'sdo\_num\_res=2') = 'TRUE';

**4.2.1.5 Spatial Functions**

Spatial also supplies functions for determining relationships between geometries, finding information about single geometries, changing geometries, and combining geometries. These functions all take into account two dimensions of source data. If the output value of these functions is a geometry, the resulting geometry will have the same dimensionality as the input geometry, but only the first two dimensions will accurately reflect the result of the operation.

**4.2.2 Spatial Join**

A **spatial join** is the same as a regular join except that the predicate involves a spatial operator. In Spatial, a spatial join takes place when you compare all the geometries of one layer to all the geometries of another layer. This is unlike a query window that only compares a single geometry to all geometries of a layer.

In a spatial join, all tables must have the same type of spatial index (that is, R-tree or quadtree) defined on the geometry column; and if they have quadtree indexes, the SDO\_LEVEL value must be the same for all the indexes.

Spatial joins can be used to answer questions such as, *Which highways cross national parks?*

The following table structures illustrate how the join would be accomplished for this example:

PARKS(    GID VARCHAR2(32), SHAPE MDSYS.SDO\_GEOMETRY)

HIGHWAYS( GID VARCHAR2(32), SHAPE MDSYS.SDO\_GEOMETRY)

The primary filter would identify pairs of *GID* values from the PARKS and HIGHWAYS tables that interact in their index entries. The query that performs the primary filter join is:

SELECT A.GID, B.GID

  FROM PARKS A, HIGHWAYS B

  WHERE sdo\_filter(A.shape, B.shape, 'querytype=join') = 'TRUE';

The original question, asking about highways that cross national parks, requires the secondary filter operator to find the exact relationship between highways and parks.

The query that performs this join using both primary and secondary filters is:

SELECT A.GID, B.GID

  FROM parks A, highways B

  WHERE sdo\_relate(A.shape, B.shape,

           'mask=ANYINTERACT querytype=join');

**4.2.3 Cross-Schema Operator Invocation**

You can invoke spatial operators on an indexed table that is not in your schema. Assume that user A has a spatial table T1 (with index table IDX\_TAB1) with a spatial index defined, that user B has a spatial table T2 (with index table IDX\_TAB2) with a spatial index defined, and that user C wants to invoke operators on tables in one or both of the other schemas.

If user C wants to invoke an operator only on T1, user C must perform the following steps:

1. Connect as user A and execute the following statements:

GRANT select on T1 to C;

GRANT select on idx\_tab1 to C;

1. Connect as user C and execute a statement such as the following:

SELECT a.gid

  FROM T1 a

  WHERE sdo\_filter(a.geometry, :theGeometry, 'querytype=WINDOW') = 'TRUE';

If user C wants to invoke an operator on both T1 and T2, user C must perform the following steps:

1. Connect as user A and execute the following statements:

GRANT select on T1 to C;

GRANT select on idx\_tab1 to C;

1. Connect as user B and execute the following statements:

GRANT select on T2 to C;

GRANT select on idx\_tab2 to C;

1. Connect as user C and execute a statement such as the following:

SELECT a.gid

  FROM T1 a, T2 b

  WHERE b.gid = 5 AND

        sdo\_filter(a.geometry, b.geometry, 'querytype=WINDOW') = 'TRUE';

来源： <<http://docs.oracle.com/cd/B10501_01/appdev.920/a96630/sdo_index_query.htm>>